NAME: Kshitija Nalawade

ROLL NO: 4202041

BATCH: BB2

**Problem Statement:** We have given a collection of 8 points. P1=[0.1,0.6] P2=[0.15,0.71] P3=[0.08,0.9] P4=[0.16, 0.85] P5=[0.2,0.3] P6=[0.25,0.5] P7=[0.24,0.1] P8=[0.3,0.2]. Perform the k-mean clustering with initial centroids as m1=P1 =Cluster#1=C1 and m2=P8=cluster#2=C2. Answer the following

1] Which cluster does P6 belongs to?

2] What is the population of cluster around m2?

3] What is updated value of m1 and m2?

**CODE:**

In [1]:

**from** **copy** **import** deepcopy

**import** **numpy** **as** **np**

**import** **pandas** **as** **pd**

**from** **matplotlib** **import** pyplot **as** plt

**import** **math**

In [2]:

df = pd.read\_csv('datas.csv')

df

Out[2]:

|  | **X** | **Y** |
| --- | --- | --- |
| **0** | 0.10 | 0.60 |
| **1** | 0.15 | 0.71 |
| **2** | 0.08 | 0.90 |
| **3** | 0.16 | 0.85 |
| **4** | 0.20 | 0.30 |
| **5** | 0.25 | 0.50 |
| **6** | 0.24 | 0.10 |
| **7** | 0.30 | 0.20 |

In [3]:

X = np.array(df)

In [4]:

c\_x = np.array([0.1,0.3])

c\_y = np.array([0.6,0.2])

centroids = np.array(list(zip(c\_x,c\_y)))

centroids

Out[4]:

array([[0.1, 0.6],

[0.3, 0.2]])

In [5]:

**class** **K\_Means**:

**def** \_\_init\_\_(self, k=2, tol=0.001, max\_iter=300):

self.k = k

self.tol = tol

self.max\_iter = max\_iter

**def** fit(self,data,centroids):

self.centroids = {}

**for** i **in** range(self.k):

self.centroids[i] = centroids[i]

**for** i **in** range(self.max\_iter):

self.classifications = {}

**for** i **in** range(self.k):

self.classifications[i] = []

**for** featureset **in** data:

distances = [np.linalg.norm(featureset-self.centroids[centroid]) **for** centroid **in** self.centroids]

classification = distances.index(min(distances))

self.classifications[classification].append(featureset)

prev\_centroids = dict(self.centroids)

**for** classification **in** self.classifications:

self.centroids[classification] = np.average(self.classifications[classification],axis=0)

optimized = **True**

**for** c **in** self.centroids:

original\_centroid = prev\_centroids[c]

current\_centroid = self.centroids[c]

**if** np.sum((current\_centroid-original\_centroid)/original\_centroid\*100.0) > self.tol:

print(np.sum((current\_centroid-original\_centroid)/original\_centroid\*100.0))

optimized = **False**

**if** optimized:

**break**

**def** predict(self,data):

distances = [np.linalg.norm(data-self.centroids[centroid]) **for** centroid **in** self.centroids]

classification = distances.index(min(distances))

**return** classification

In [6]:

model = K\_Means()

model.fit(X, centroids)
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In [7]:

*## Initial Data Points*

plt.figure()

plt.scatter(X[:,0],X[:,1],alpha=0.3)

plt.show()

![](data:image/png;base64,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)

In [8]:

*# data points with 2 cluster centroids*

plt.figure()

plt.scatter(X[:,0],X[:,1],alpha=0.3)

plt.scatter(c\_x,c\_y, marker='o', c='black', s=150)

Out[8]:

<matplotlib.collections.PathCollection at 0x24fce7b72b0>
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In [9]:

*#Result after kmeans clustering*

colors = ['r','b']

**for** centroid **in** model.centroids:

plt.scatter(model.centroids[centroid][0], model.centroids[centroid][1],

marker="o", color="k", s=150, linewidths=5)

**for** classification **in** model.classifications:

color = colors[classification]

**for** featureset **in** model.classifications[classification]:

plt.scatter(featureset[0], featureset[1], marker="x", color=color, s=150, linewidths=5)

plt.show()
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In [10]:

print("Point P6 belongs to cluster", model.predict([0.25,0.5]))

Point P6 belongs to cluster 0

In [11]:

print("Population of cluster2 is", len(model.classifications[1]))

Population of cluster2 is 3

In [12]:

print("Initial values of cluster centroids m1 and m2")

print("m1=",centroids[0])

print("m2=",centroids[1])

print("**\n**Updated value of cluster centroids m1 and m2")

print("m1=",model.centroids[0])

print("m2=",model.centroids[1])

Initial values of cluster centroids m1 and m2

m1= [0.1 0.6]

m2= [0.3 0.2]

Updated value of cluster centroids m1 and m2

m1= [0.148 0.712]

m2= [0.24666667 0.2 ]

In [ ]: